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Problem 1: Tracing C++ programs and big-O (10 points)

If you think about what’s happening in the puzzle function, it should be clear that the function 
computes the number of moves required to solve the Tower of Hanoi problem.  Thus, the value of 
puzzle(4) is 15.  To understand the complexity order of the computation, it helps to draw a tree of the 
computations involved, which (after abbreviating puzzle to P to save space) looks like this for 
puzzle(4):

Each new level doubles the amount of work, so the total amount of work must be O(2N).  Another way 
to obtain this same result is that the calculation of puzzle(N) requires twice as many additions as the 
original Tower of Hanoi puzzle requires moves to solve the problem for N disks.  If Tower of Hanoi is 
exponential, this function must be as well.

Note that the efficiency is a property of the implementation and not of the underlying mathematical 
function.  If the implementation of puzzle were changed to

int puzzle(int n) {
   if (n == 0) {
      return 0;
   } else {
      return 2 * puzzle(n - 1) + 1;
   }
}

the complexity would be O(N), even though it computes the same value.
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Problem 2: Vectors, grids, stacks, and queues (10 points)
/* Function: reshape
 * Usage: reshape(grid, nRows, nCols);
 * ------------------------------------------------------------------
 * Changes the dimensions of the grid (in the manner of resize) in a
 * way that retains the values of the original elements in the grid.
 * This implementation puts all the old values into a Queue and then
 * fills the new grid with values from the queue.
 */
void reshape(Grid<int>& grid, int nRows, int nCols) {
    Queue<int> values;
    foreach (int value in grid) {
        values.enqueue(value);
    }

    grid.resize(nRows, nCols);

    for (int row = 0; row < nRows; row++) {
        for (int col = 0; col < nCols; col++) {
            if (!values.isEmpty()) {
                grid[row][col] = values.dequeue();
            }
        }
    }
}

Problem 3: Lexicons, maps, and iterators (15 points)
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Problem 4: Recursive functions (10 points)

Problem 5: Recursive procedures (15 points)
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